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# Введение

Игры – это неотъемлемая часть человеческой истории, пронизывающая ее с самых ранних времен. Интерес человека к играм никогда не угасал, однако изменялись сами игры. Поначалу это были простые игры с камешками и костями, после человек придумал шахматы и го. Далее в эпоху средневековья получили свое развитие карточные игры. А сейчас, в эпоху бурного развития компьютеров, мы получили возможность создавать себе новые миры. Игры стали не только развлечением, но и инструментом обучения, тренировки и исследования. Они помогают развивать мышление, решать проблемы, улучшать координацию и реакцию.

Мы, вдохновившись многообразием компьютерных игр, решили обратиться к классике и повторить известнейшую игру – Пакман. А также написать мини курс, по которому каждый сможет написать простую игру!

# Цели и Задачи

Целью нашей работы является изучить базовые функции библиотеки Pygame и написать Пакман на Pygame.

Задачи:

1. Изучить основные функции библиотеки Pygame, а именно:
   1. Создание окна игры, а также создание игрового цикла;
   2. Создание объектов, а также изучение логики столкновения объектов друг с другом;
   3. Создание спрайтов и их соединения с игровыми объектами.
2. Продумать случаи проигрыша и выигрыша игрока.
3. Написать Pacman с функционалом увеличения очков, возможностью выигрыша за получение максимального количества очков и проигрыша за столкновение с приведением.

# 1. Теоретические материалы

## 1.1. Введение в Pygame

Наш путь разработчиков игр начинается с малого. Чтобы работать с библиотекой Pygame мы сначала должны ее установить, прописываем в командной строке:

pip install pygame

После установки создаем файл с названием main.py и в него прописываем:

import pygame

pygame.init()

Тем самым мы инициализируем pygame.

Следующим шагом является создание окна, в котором будет отображаться наша игра. Для этого мы используем следующую функцию.

screen = pygame.display.set\_mode((800, 600))

Сердцем каждой игры является игровой цикл. Он обеспечивает постоянную работу игры, обрабатывает события, обновляет состояние игры и отображает изменения на экране.

running = True

while running:

# Обработка событий

for event in pygame.event.get():

if event.type == pygame.QUIT:

running = False

# Обновление состояния игры

# Отрисовка графики

# Обновление экрана

pygame.display.flip()

Этот цикл работает бесконечно, пока переменная running равна True. Внутри цикла мы выполняем следующие действия:

1. Обработка событий: Проверяем, не произошло ли каких-либо событий, например, нажатие клавиши, движение мыши, закрытие окна.
2. Обновление состояния игры: Изменяем состояние игры, например, перемещаем персонажа, проверяем столкновения, обновляем счет.
3. Отрисовка графики: Очищаем экран, рисуем фон, персонажей, объекты и другие элементы игры.
4. Обновление экрана: Перерисовываем весь экран, отображая все изменения, внесенные на предыдущих шагах.

Для рисования графики на экране мы используем функции из модуля pygame.draw:

screen.fill((255, 255, 255)) # Заливка экрана белым цветом

pygame.draw.rect(screen, (255, 0, 0), (100, 100, 50, 50)) # Рисование красного прямоугольника

pygame.draw.circle(screen, (0, 0, 255), (400, 300), 50) # Рисование синего круга

В данном коде:

* screen.fill(): Заполняет экран заданным цветом.
* pygame.draw.rect(): Рисует прямоугольник.
* pygame.draw.circle(): Рисует круг.

Также важно знать как в pygame задается цвет.

В Pygame цвет задается кортежем из трех чисел: (красный, зеленый, синий) в диапазоне от 0 до 255. Например, (255, 0, 0) соответствует красному цвету, (0, 255, 0) - зеленому, (0, 0, 255) - синему.

В Pygame события - это действия, которые происходят во время игры. Например:

pygame.QUIT: Пользователь закрыл окно.

pygame.KEYDOWN: Пользователь нажал клавишу.

pygame.KEYUP: Пользователь отпустил клавишу.

pygame.MOUSEBUTTONDOWN: Пользователь нажал кнопку мыши.

pygame.MOUSEBUTTONUP: Пользователь отпустил кнопку мыши.

Чтобы обрабатывать события, мы используем функцию pygame.event.get(), которая возвращает список всех произошедших событий.

for event in pygame.event.get():

  if event.type == pygame.QUIT:

    running = False

  elif event.type == pygame.KEYDOWN:

    if event.key == pygame.K\_LEFT:

      # Обработка нажатия клавиши влево

    elif event.key == pygame.K\_RIGHT:

      # Обработка нажатия клавиши вправо

В конце цикла игры нам нужно закрыть Pygame с помощью функции

pygame.quit()

## 1.2. Создание Объектов

Для создания персонажа мы можем использовать несколько подходов:

* Прямоугольник: Простейший вариант – использовать pygame.Rect():

import pygame

# ... (инициализация Pygame, создание окна)

player\_rect = pygame.Rect(100, 300, 50, 50) # Создаем прямоугольник для игрока

running = True

while running:

  # ... (обработка событий)

  screen.fill((255, 255, 255)) # Заливка экрана белым

  pygame.draw.rect(screen, (0, 255, 0), player\_rect) # Отрисовка прямоугольника игрока

  # ... (обновление экрана)

pygame.quit()

* Изображение: Мы можем загрузить изображение и использовать его как визуальное представление персонажа:

import pygame

# ... (инициализация Pygame, создание окна)

player\_image = pygame.image.load("player.png").convert\_alpha() # Загружаем изображение персонажа

player\_rect = player\_image.get\_rect(center=(100, 300)) # Создаем Rect с центром в (100, 300)

running = True

while running:

  # ... (обработка событий)

  screen.fill((255, 255, 255)) # Заливка экрана белым

  screen.blit(player\_image, player\_rect) # Отображение изображения персонажа

# ... (обновление экрана)

pygame.quit()

Чтобы сделать персонажа подвижным, мы будем обновлять его координаты в цикле игры:

import pygame

# ... (инициализация, создание окна, загрузка изображения персонажа)

player\_speed = 5 # Скорость движения

running = True

while running:

  # ... (обработка событий)

  keys = pygame.key.get\_pressed() # Получаем состояние всех клавиш

  if keys[pygame.K\_LEFT]:

    player\_rect.x -= player\_speed

  if keys[pygame.K\_RIGHT]:

    player\_rect.x += player\_speed

  # ... (очистка экрана, отрисовка, обновление экрана)

pygame.quit()

Процесс создания других объектов (например, препятствий, врагов, бонусов) очень похож на создание персонажа. Мы можем использовать прямоугольники, изображения или даже сочетание обоих методов.

Чтобы реализовать взаимодействие между объектами, нам необходимо уметь определять, столкнулись ли они. Pygame предоставляет метод colliderect(), который проверяет, пересекаются ли два прямоугольника:

if player\_rect.colliderect(enemy\_rect):

  # Персонаж столкнулся с врагом

## 1.3. Использование спрайтов

Спрайт - это отдельный графический объект, который можно размещать и анимировать на экране. Спрайты - это изображения (например, персонаж, враг, пуля, предмет), которые можно свободно перемещать, вращать, масштабировать и даже анимировать.

Чтобы создать спрайт в Pygame мы используем класс pygame.sprite.Sprite для создания спрайтов.

import pygame

class Player(pygame.sprite.Sprite):

  def \_\_init\_\_(self, image\_path, x, y):

    super().\_\_init\_\_()

    self.image = pygame.image.load(image\_path).convert\_alpha()

    self.rect = self.image.get\_rect(topleft=(x, y))

  def update(self):

    # Логика обновления спрайта, например, движение

    keys = pygame.key.get\_pressed()

    if keys[pygame.K\_LEFT]:

      self.rect.x -= 5

    if keys[pygame.K\_RIGHT]:

      self.rect.x += 5

    if keys[pygame.K\_UP]:

      self.rect.y -= 5

    if keys[pygame.K\_DOWN]:

      self.rect.y += 5

где

\_\_init\_\_ - Инициализирует спрайт:

* Загружает изображение.
* Создает rect - прямоугольник, который определяет позицию и размер спрайта.
* update: Метод, который вызывается в цикле игры для обновления спрайта. В этом методе мы можем реализовать логику движения, анимации или других изменений.

Чтобы анимировать спрайты, мы можем использовать несколько изображений, которые будут сменяться в определенном порядке.

* Создайте список изображений: images = [image1, image2, image3]
* Измените изображение в методе update:
* Используйте счетчик кадров, чтобы определить, какое изображение нужно отображать.
* Когда счетчик кадров достигает определенного значения, переключайтесь на следующее изображение в списке.

# 2. Написание Пакмана

Игру Пакман можно функционально разделить на несколько частей:

* Поле игры – Лабиринт;
* Фишки, разбросанные по полю игры, собирая которые можно выиграть.
* Главный герой – Пакман;
* Противники и логика их работы – Приведения;

## 2.1. Инициализация Pygame и переменных

В самом начале мы должны инициализировать библиотеки и переменные размера окна и счетчика событий, а также константы, которые мы будем использовать во всем проекте (коды кнопок WASD и RGD коды цветов).

import pygame

import random

BOARD\_WIDTH, BOARD\_HEIGHT = 19, 22 # размер в клетках

CELL\_SIZE = 25

WINDOW\_SIZE = WIDTH, HEIGHT = BOARD\_WIDTH \* CELL\_SIZE + 100, BOARD\_HEIGHT \* CELL\_SIZE # добавляем 100 для счетчика очков

TICK = pygame.USEREVENT + 1  # событие, нужно для отсчета одного момента

PACMAN\_MOTION = pygame.USEREVENT + 1  # событие для отсчета смены кадра

BLACK = (0, 0, 0)

BLUE = (0, 0, 128)

PINK = (252, 15, 192)

RIGHT\_KEY = 100

UP\_KEY = 119

LEFT\_KEY = 97

DOWN\_KEY = 115

KEYS = [RIGHT\_KEY, UP\_KEY, LEFT\_KEY, DOWN\_KEY]

pygame.init()

## 2.2. Доска и Обработчик Событий

На данном этапе стоит ввести поле игры, пакман довольно удобен в своем проектировании, поэтому мы можем создать список с вложенными списками и ориентироваться по полю с помощью board[i][j], где

i – координата по строке,

j – координата по столбцу

Код ниже является примером такой доски

board = [[1, 1, 1, 1, 1, 1, 1, 1, 1, 1],

        [1, 0, 0, 0, 3, 0, 0, 0, 3, 1],

        [1, 0, 1, 1, 0, 1, 1, 1, 0, 1],

        [1, 3, 0, 0, 3, 0, 0, 0, 3, 1],

        [1, 0, 1, 1, 0, 1, 1, 1, 3, 1],

        [1, 3, 3, 1, 3, 3, 3, 0, 0, 1],

        [1, 1, 0, 1, 0, 1, 0, 1, 1, 1],

        [1, 3, 3, 0, 3, 1, 3, 0, 3, 1],

        [1, 0, 1, 1, 1, 1, 1, 1, 0, 1],

        [1, 0, 0, 0, 0, 0, 0, 0, 3, 1],

        [1, 1, 1, 1, 1, 1, 1, 1, 1, 1]]

Еще одной отличительной способностью такого подхода является гибкость самих клеток, так например на нашем поле есть разделения клеток:

0 - клетка, по которой можно ходить

1 – стена

2 - стенка выхода привидений

3 - узел, расхождение путей

Далее мы вводим класс Board, который рендерит поле игры

class Board:

    def \_\_init\_\_(self, screen):

        self.screen = screen

        BOARD\_WIDTH = 19  # ширина поля

        BOARD\_HEIGHT = 22  # высота поля

        CELL\_SIZE = 25  # размер клетки в пикселях

        self.render()

    def \_fill\_cell(self, x, y, color):

        pygame.draw.rect(

            self.screen,

            color,

            (

                x,

                y,

                CELL\_SIZE,

                CELL\_SIZE

            ),

            width=0)

    def render(self):

        # рендер поля

        for x in range(BOARD\_WIDTH):

            for y in range(BOARD\_HEIGHT):

                if board\_list[y][x] == 0 or board\_list[y][x] == 3:

                    self.\_fill\_cell(x \* CELL\_SIZE, y \* CELL\_SIZE, BLACK)

                if board\_list[y][x] == 1:

                    self.\_fill\_cell(x \* CELL\_SIZE, y \* CELL\_SIZE, BLUE)

                if board\_list[y][x] == 2:

                    self.\_fill\_cell(x \* CELL\_SIZE, y \* CELL\_SIZE, PINK)

А также вводим класс Game, который инициализирует класс Board и отвечает за обработку событий

class Game:

    def \_\_init\_\_(self):

        self.screen = pygame.display.set\_mode(WINDOW\_SIZE)

        board = Board(self.screen)

        pygame.time.set\_timer(TICK, 15)

        pygame.time.set\_timer(PACMAN\_MOTION, 10)

        pygame.display.flip()

        self.run()

    def run(self):

        running = True

        PacmanCurrentKey = ''

        while running:

            for event in pygame.event.get():

                if event.type == pygame.QUIT:

                    running = False

            pygame.display.flip()

        pygame.quit()

На этом этапе очень важно рассмотреть таймеры.

pygame.time.set\_timer(TICK, 15)

pygame.time.set\_timer(PACMAN\_MOTION, 10)

В данный момент я ввожу 2 таймера:

1. Tick – Данный таймер будет отвечать за обработку нажатий, а также столкновения объектов
2. Pacman\_Motion – Данный таймер отвечает за перемещения всех объектов в игре (Призраков и Пакмана).

Важно, что числа после названия таймеров являются периодичностью срабатывания таймера (каждые 15 миллисекунд и каждые 10 миллисекунд соответственно).

Если мы на данном этапе запустим игру, то увидим пустой лабиринт Рис.1.
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Рис. 1 Пустой Лабиринт

## Пакман

Вводим главного персонажа игры – Пакмана. У него есть определенный функционал:

1. Ходить по лабиринту и не проходить сквозь стены
2. Собирать фишки (которые будут добавлены позже)
3. Изменять направление своего взгляда в зависимости от направления движения

Для начала определим класс Pacman:

class Pacman(Board):

    def \_\_init\_\_(self, screen):

        super().\_\_init\_\_(screen)

        self.screen = screen

        self.retset = set()

        self.y = 12

self.x = 9

        self.PacmanCurrentPos = (225, 300)

        self.\_load\_sprite()

        self.pacman\_sprites = {

            "R": ['data/pcmn\_circ.png', 'data/pcmn\_right\_2.png', 'data/pcmn\_right\_3.png', 'data/pcmn\_right\_2.png'],

            "U": ['data/pcmn\_circ.png', 'data/pcmn\_up\_2.png', 'data/pcmn\_up\_3.png', 'data/pcmn\_up\_2.png'],

            "L": ['data/pcmn\_circ.png', 'data/pcmn\_left\_2.png', 'data/pcmn\_left\_3.png', 'data/pcmn\_left\_2.png'],

            "D": ['data/pcmn\_circ.png', 'data/pcmn\_down\_2.png', 'data/pcmn\_down\_3.png', 'data/pcmn\_down\_2.png'],

        }

        self.sprite\_direction = "L"

        self.currentkey = 0

        self.count = 0

    def \_load\_sprite(self):

        self.all\_sprites = pygame.sprite.Group()

        self.main\_pacman\_sprite = pygame.sprite.Sprite()

        self.main\_pacman\_sprite.image = pygame.image.load(

'data/pcmn\_left\_3.png'

)

        self.main\_pacman\_sprite.rect = self.main\_pacman\_sprite.image.get\_rect()

        self.main\_pacman\_sprite.add(self.all\_sprites)

Разберем переменные класса и их использование:

* self.screen = screen – определяем screen для возможности отображения спрайтов и обновления поля игры в классе Pacman;
* self.retset = set() – множество, которое используется для определения возможных путей, когда Пакман своим спрайтом заслоняет ровно одну клетку, и ему нужно идти дальше;
* self.y, self.x = 12, 9 – координаты Пакмана во вложенном списке, в дальнейшем изменяются от его местоположения;
* self.PacmanCurrentPos = (225, 300) – координаты Пакмана в пикселях на самом игровом поле;
* self.\_load\_sprite() – вызывает функцию, которая загружает спрайт Пакмана;
* self.pacman\_sprites = {

    "R": [...],

    "U": [...],

    "L": [...],

    "D": [...],

} – Пути в файловой системе до спрайтов Пакмана в различных положения и в различном раскрытии рта;

* self.sprite\_direction = "L" – сохраняет направление головы при повороте пакмана, связан со списком self.pacman\_sprites для большего удобства;
* self.currentkey = 0 – сохраняет код последней нажатой кнопки, для попиксельного смещения пакмана на поле. Хранит одно значения до момента, пока пакман не свернет или не упрется в стену;
* self.count = 0 – счетчик для смены спрайтов пакмана, нужен для анимации, иттерирует списки в self.pacman\_sprites;

### Реализация движения

Любое передвижения объектов в играх построено на изменении координат объектов, однако мы имеем некоторое преимущество, так как пакман движется в лабиринте. Схема передвижения пакмана выглядит вот так:
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Данная схема проверок реализована в двух функциях класса Pacman, которые вызываются из цикла событий:

def pacman\_movement(self, key, cy, cx):

        y = cy // CELL\_SIZE

        x = cx // CELL\_SIZE

        self.retset = set()

        horkeycheck = (key == LEFT\_KEY or key == RIGHT\_KEY)

        verkeycheck = (key == UP\_KEY or key == DOWN\_KEY)

        ycellcheck = cy % CELL\_SIZE == 0

        xcellcheck = cx % CELL\_SIZE == 0

        if (horkeycheck and ycellcheck) or (verkeycheck and xcellcheck):

            if board\_list[y][(cx + 26) // CELL\_SIZE] not in [1, 2]:

                self.retset.add(RIGHT\_KEY)

            if board\_list[(cy + 26) // CELL\_SIZE][x] not in [1, 2]:

                self.retset.add(DOWN\_KEY)

            if board\_list[y][(cx - 1) // CELL\_SIZE] not in [1, 2]:

                self.retset.add(LEFT\_KEY)

            if board\_list[(cy - 1) // CELL\_SIZE][x] not in [1, 2]:

                self.retset.add(UP\_KEY)

            if key in self.retset:

                self.currentkey = key

                self.pacman\_move(key)

        else:

            self.pacman\_move(self.currentkey)

Данная функция вызывается из цикла событий и производит проверку – “стоит ли Пакман на ровной клетке?”, то есть совпадает ли положение спрайта пакмана с клеткой на которой он находится, так как спрайты пакмана и клетки равны 25 пикселям, мы можем легко проверить данное условие.

Если условие выполняется, то мы записываем клавишу на которую нажал игрок в отдельную переменную в цикле событий, чтобы потом поменять направление пакмана в нужную сторону.

Следующая функция непосредственно перемещает пакмана по полю в соответствии с нынешним направлением, которое записано в self.currentkey.

def pacman\_move(self, key):

        if key == LEFT\_KEY:

            x = (self.PacmanCurrentPos[0] - 1) // CELL\_SIZE

            y = (self.PacmanCurrentPos[1]) // CELL\_SIZE

            if board\_list[y][x] not in [1, 2]:

                self.\_fill\_cell(self.PacmanCurrentPos[0], self.PacmanCurrentPos[1], BLACK)

                self.PacmanCurrentPos = (self.PacmanCurrentPos[0] - 1, self.PacmanCurrentPos[1])

                self.sprite\_direction = "L"

        elif key == DOWN\_KEY:

            x = (self.PacmanCurrentPos[0]) // CELL\_SIZE

            y = (self.PacmanCurrentPos[1] + 1) // CELL\_SIZE

            if board\_list[y][x] not in [1, 2]:

                self.\_fill\_cell(self.PacmanCurrentPos[0], self.PacmanCurrentPos[1], BLACK)

                self.PacmanCurrentPos = (self.PacmanCurrentPos[0], self.PacmanCurrentPos[1] + 1)

                self.sprite\_direction = "D"

        elif key == RIGHT\_KEY:

            x = (self.PacmanCurrentPos[0] + 1) // CELL\_SIZE

            y = (self.PacmanCurrentPos[1]) // CELL\_SIZE

            if board\_list[y][x] not in [1, 2]:

                self.\_fill\_cell(self.PacmanCurrentPos[0], self.PacmanCurrentPos[1], BLACK)

                self.PacmanCurrentPos = (self.PacmanCurrentPos[0] + 1, self.PacmanCurrentPos[1])

                self.sprite\_direction = "R"

        elif key == UP\_KEY:

            x = (self.PacmanCurrentPos[0]) // CELL\_SIZE

            y = (self.PacmanCurrentPos[1] - 1) // CELL\_SIZE

            if board\_list[y][x] not in [1, 2]:

                self.\_fill\_cell(self.PacmanCurrentPos[0], self.PacmanCurrentPos[1], BLACK)

                self.PacmanCurrentPos = (self.PacmanCurrentPos[0], self.PacmanCurrentPos[1] - 1)

                self.sprite\_direction = "U"

        self.main\_pacman\_sprite.rect.x = self.PacmanCurrentPos[0]

        self.main\_pacman\_sprite.rect.y = self.PacmanCurrentPos[1]

Чтобы функционал движения заработал, нужно добавить выполнение функций в цикл событий, на данном этапе цикл событий выглядит вот так

running = True

PacmanCurrentKey = ''

while running:

    for event in pygame.event.get():

        if event.type == pygame.QUIT:

            running = False

        if event.type == pygame.KEYDOWN:  # проверка по кнопкам ASDW

            if event.key == LEFT\_KEY:  # проверяем A

                PacmanCurrentKey = LEFT\_KEY

                self.pacman.pacman\_movement(

                    LEFT\_KEY,

                    self.pacman.PacmanCurrentPos[1],

                    self.pacman.PacmanCurrentPos[0]

                )

            if event.key == DOWN\_KEY:  # проверяем S

                PacmanCurrentKey = DOWN\_KEY

                self.pacman.pacman\_movement(

                    DOWN\_KEY,

                    self.pacman.PacmanCurrentPos[1],

                    self.pacman.PacmanCurrentPos[0]

                )

            if event.key == RIGHT\_KEY:  # проверяем D

                PacmanCurrentKey = RIGHT\_KEY

                self.pacman.pacman\_movement(

                    RIGHT\_KEY,

                    self.pacman.PacmanCurrentPos[1],

                    self.pacman.PacmanCurrentPos[0]

                )

            if event.key == UP\_KEY:  # проверяем W

                PacmanCurrentKey = UP\_KEY

                self.pacman.pacman\_movement(

                    UP\_KEY,

                    self.pacman.PacmanCurrentPos[1],

                    self.pacman.PacmanCurrentPos[0]

                )

        if event.type == TICK:

            self.pacman.pacman\_movement(

                PacmanCurrentKey,

                self.pacman.PacmanCurrentPos[1],

                self.pacman.PacmanCurrentPos[0]

            )

        if event.type == PACMAN\_MOTION:

            self.pacman.motion\_counting()

    pygame.display.flip()

pygame.quit()

### Реализация анимации

Анимации в игре являются важной частью отклика игры на действия пользователя. Чтобы добавить анимацию в Pygame нужно последовательно сменять спрайты на объекте. Данный функционал реализован с помощью функции motion\_counting.

def motion\_counting(self):

# счетчик для смены спрайта пакмана

    self.count = (self.count + 1) % 4

    self.main\_pacman\_sprite.image = pygame.image.load(

self.pacman\_sprites[self.sprite\_direction][self.count]

)

    self.all\_sprites.draw(self.screen)

    pygame.display.flip()

В данной функции мы добавляем к счетчику единицу и получаем остаток от деления на 4, чтобы не хранить в оперативной памяти миллионные значения счетчика для анимации. Вызов данной функции происходит каждый тик таймера PACMAN\_MOTION.

Смена спрайтов исходит из self.count, который принимает значения: 0, 1, 2, 3. Соответственно удобнее будет, если список, содержащий пути к картинкам спрайтов будет иметь длину 4. Поэтому мы вводим словарь self.pacman\_sprites, который содержит 4 ключа (соответствующие 4-м направлениям взора пакмана), а в каждом списке содержится 4 пути в таком порядке.
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## Фишки

Выигрыш немаловажная часть каждой игры, нам нужно добавить фишки, которые при их съедении пакманом будут прибавлять очки победы.

Весь функционал фишек, а также их столкновения с пакманом прописан в классе Dots

class Dots(Pacman, pygame.sprite.Sprite):

    # класс точечек, которые ест пакман

    def \_\_init\_\_(self, screen):

        super().\_\_init\_\_(screen)

        self.screen = screen

        self.dots = pygame.sprite.Group()

        self.score = 0

В переменной score будет храниться количество съеденных пакманом точек.

Чтобы отрисовать точки, добавляем функцию render\_dots

def render\_dots(self):

# рендер точечек

for y in range(len(board\_list)):

for x in range(len(board\_list[y])):

if board\_list[y][x] == 0 or board\_list[y][x] == 3:

self.dot = pygame.sprite.Sprite()

self.dot.image = pygame.image.load('data/dot.png')

# спрайт точечек

self.dot.rect = self.dot.image.get\_rect()

self.dot.add(self.dots)

self.dot.rect.x = x \* CELL\_SIZE

self.dot.rect.y = y \* CELL\_SIZE

self.dots.draw(self.screen)

pygame.display.flip()

Данная функция будет отрисовывать точки во всех свободных клетках на поле, а также добавит все точки в группу спрайтов для более удобного вычисления столкновений с пакманом.

Нам также нужно вычислять счет, поэтому добавляем еще несколько функций:

def update\_dots(self):

    self.dots.draw(self.screen)

    pygame.display.flip()

def update(self, pos):

    self.main\_pacman\_sprite.rect.x = pos[0]

    self.main\_pacman\_sprite.rect.y = pos[1]

    if pygame.sprite.spritecollideany(self.main\_pacman\_sprite, self.dots):

        self.score += 1

        self.score\_calc()

    pygame.sprite.spritecollide(

self.main\_pacman\_sprite,

self.dots,

True

)

def score\_calc(self):

    # очки игрока

    font = pygame.font.Font(None, 25)

    text = font.render(f"score {self.score \* 10}", True, (255, 255, 0))

    place = text.get\_rect(

        center=(525, 20))

    text\_w = text.get\_width()

    text\_h = text.get\_height()

    pygame.draw.rect(self.screen, (0, 0, 0), (place[0], place[1],

                                            text\_w, text\_h), 0)

    self.screen.blit(text, place)

def score\_update(self):

    # для главного игрового цикла

    return self.score \* 10

Каждая функция отвечает за свою логику:

* update – рассчитывает столкновения пакмана с точками каждый тик и в случае столкновения прибавляет к счету 10 очков.
* update\_dots – обновляет точки на поле, ведь если точка съедена, на поле она отображаться больше не должна.
* score\_calc – выводит на экран счетчик очков, который также обновляется каждый тик.
* score\_update – возвращает значение счетчика count умноженное на 10, ведь выводим мы не количество съеденных точек, а число очков.

Теперь поле выглядит вот так:
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## Призраки

Собрать фишки чтобы выиграть это хорошо, но нет никакого смысла в игре без противников – добавляем призраков.

Весь функционал призраков будет прописан в классе Ghosts

class Ghosts(Pacman, pygame.sprite.Sprite):

    # класс привидений, где прописана вся их логика

    def \_\_init\_\_(self, screen):

        super().\_\_init\_\_(screen)

        self.screen = screen

        self.CianCurrentPos = (200, 250)

        self.RedCurrentPos = (225, 200)

        self.YellCurrentPos = (225, 250)

        self.PinkCurrentPos = (250, 250)

        # начальное положение привидений

        self.ghosts = pygame.sprite.Group()

        self.pink\_cell = [(250, 225), (225, 225), (200, 225)]

        self.ghostpos = []

        self.ghostsmoves = {}

Всего призраков будет 4, начальное положение каждого задано соответствующим кортежем для удобства. В переменной ghosts мы будем хранить спрайты всех привидений. В переменной ghotspos хранятся объекты спрайтов призраков, которые в свою очередь содержат информацию о расположении призраков на поле. В переменной ghostmoves содержится направление движения каждого призрака до момента следующей развилки.

Для инициализации привидений мы используем функцию render\_ghosts

def render\_ghosts(self):

        ghosts\_colors = [

            'data/ghostcian.png',

            'data/ghostred.png',

            'data/ghostyellow.png',

            'data/ghostpink.png'

        ]

        for g\_color in ghosts\_colors:

            self.ghost = pygame.sprite.Sprite()

            self.ghost.image = pygame.image.load(g\_color)

            self.ghost.rect = self.ghost.image.get\_rect()

            self.ghost.rect.x = self.CianCurrentPos[0]

            self.ghost.rect.y = self.CianCurrentPos[1]

            self.ghost.add(self.ghosts)

            self.ghostsmoves[self.ghost] = ''

            self.ghostpos.append(self.ghost)

        self.ghosts.draw(self.screen)

        pygame.display.flip()

Создание спрайтов происходит в цикле, так как с точки зрения объектов они ничем не отличаются, кроме самой картинки спрайта.

for g in *self*.ghostpos:

    x = g.rect.x

    y = g.rect.y

    cx = x // CELL\_SIZE

    cy = y // CELL\_SIZE

    if x % CELL\_SIZE == 0 and y % CELL\_SIZE == 0:

        oklist = {2, 3, 4}

        notokey = {1}

        goodmoves = []

        wflag = True

        aflag = True

        sflag = True

        dflag = True

        if board\_list[cy][cx] == 3 or board\_list[cy][cx] == 4:

            if board\_list[cy + 1][cx] == 2:

                oklist.remove(2)

                notokey.add(2)

            for i in range(1, 9):

                if (cx + i) <= 18 and (cx - i) >= 0:

                    if board\_list[cy][cx + i] in oklist and dflag:

                        goodmoves.append('d')

                        dflag = False

                    elif board\_list[cy][cx + i] in notokey:

                        dflag = False

                    if board\_list[cy][cx - i] in oklist and aflag:

                        goodmoves.append('a')

                        aflag = False

                    elif board\_list[cy][cx - i] in notokey:

                        aflag = False

                if (cy + i) <= 21 and (cy - i) >= 0:

                    if board\_list[cy + i][cx] in oklist and sflag:

                        goodmoves.append('s')

                        sflag = False

                    elif board\_list[cy + i][cx] in notokey:

                        sflag = False

                    if board\_list[cy - i][cx] in oklist and wflag:

                        goodmoves.append('w')

                        wflag = False

                    elif board\_list[cy - i][cx] in notokey:

                        wflag = False

        if len(goodmoves) >= 1:

            move = random.randint(0, len(goodmoves) - 1)

*self*.ghostsmoves[g] = goodmoves[move]

*self*.ghost\_move(g)

    else:  *#*

*self*.ghost\_move(g)

*self*.ghosts.draw(*self*.screen)

    pygame.display.update()

Движение призраков производится в коде выше. Чтобы призрак сходил мы должны рассчитать возможность того или иного хода, посредством изменения флагов возможности ходов в различных направлениях, чтобы в последствии случайно выбрать тот или иной ход. В конце выбора хода выполняется функция ghost\_move.

def ghost\_move(self, g):

*# перемещение привидений*

    pygame.draw.rect(*self*.screen, (0, 0, 0), (g.rect.x, g.rect.y,

                                                CELL\_SIZE, CELL\_SIZE), width=0)

    if *self*.ghostsmoves[g] == 'w':

        g.rect.y = g.rect.y - 1

    if *self*.ghostsmoves[g] == 'a':

        g.rect.x = g.rect.x - 1

    if *self*.ghostsmoves[g] == 's':

        g.rect.y = g.rect.y + 1

    if *self*.ghostsmoves[g] == 'd':

        g.rect.x = g.rect.x + 1

*self*.ghosts.draw(*self*.screen)

    pygame.display.flip()

Эта функция выполняет движение приведений посредством попиксельного изменения расположения призраков на поле, в соответствии с выбранным направлением.

На данном этапе призраки и пакман существуют на поле и передвигаются, но все еще не могут сталкиваться друг с другом, а мы не можем проверять столкнулись ли они. Эту проблему решает код ниже:

def collide\_pacman(self, pos):  # просчитываем столкновения с памананом

    # столкновение с пакманом

    self.main\_pacman\_sprite.rect.x = pos[0]

    self.main\_pacman\_sprite.rect.y = pos[1]

    if pygame.sprite.spritecollideany(self.main\_pacman\_sprite, self.ghosts):

        return True

    else:

        return False

Данное условие производит проверку столкнулся ли спрайт пакмана со спрайтом какого-либо приведения. После добавления условия выше мы должны дополнить код цикла событий следующими строками:

while running:

    for event in pygame.event.get():

        if event.type == pygame.QUIT:

            running = False

        if event.type == pygame.KEYDOWN:

            ...

        if event.type == TICK:

            score = *self*.dot.score\_update()

*self*.ghosts.ghost\_calc()

*self*.dot.update(*self*.pacman.PacmanCurrentPos)

*self*.dot.update\_dots()

*self*.pacman.pacman\_movement(PacmanCurrentKey, *self*.pacman.PacmanCurrentPos[1], *self*.pacman.PacmanCurrentPos[0])

            if *self*.ghosts.collide\_pacman(*self*.pacman.PacmanCurrentPos):

*self*.lose()

            if score == 2050:

*self*.win()

        if event.type == PACMAN\_MOTION:

*self*.pacman.motion\_counting()

    pygame.display.flip()

pygame.quit()

С этого момента мы добавляем ходы для привидений в каждый тик, а также вводим условия выигрыша по очкам и проигрыша при столкновении с пакманом. Сами функции lose и win показаны ниже.

def win(self):

    pygame.time.set\_timer(TICK, 0)

    pygame.time.set\_timer(PACMAN\_MOTION, 0)

    font = pygame.font.Font(None, 50)

    text = font.render("You win!", True, (232, 72, 167))

    text\_x = 112

    text\_y = 150

    place = text.get\_rect(

        center=(237, 275))

    text\_w = text.get\_width()

    text\_h = text.get\_height()

    pygame.draw.rect(*self*.screen, (0, 0, 0), (place[0], place[1],

                                        text\_w, text\_h), 0)

*self*.screen.blit(text, place)

def lose(self):

    pygame.time.set\_timer(TICK, 0)

    pygame.time.set\_timer(PACMAN\_MOTION, 0)

    font = pygame.font.Font(None, 50)

    text = font.render("Game Over", True, (232, 72, 167))

    text\_x = 112

    text\_y = 150

    place = text.get\_rect(

        center=(237, 275))

    text\_w = text.get\_width()

    text\_h = text.get\_height()

    pygame.draw.rect(*self*.screen, (0, 0, 0), (place[0], place[1],

                                        text\_w, text\_h), 0)

*self*.screen.blit(text, place)

Данные функции являются функциями рендера и делаеют ничего кроме вывода пользователю следующих сообщений.

![](data:image/png;base64,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)

![](data:image/png;base64,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)

# Заключение

В данном проекте мы достигли поставленных целей, а именно:

* Изучили библиотеку Pygame, а также ее возможности и функционал, а все знания оформили в мини-курс о котором пойдет речь ниже
* Написали мини курс с основами по pygame, в котором рассмотрели:
  + Инициализацию библиотеки
  + Игровой цикл событий
  + Возможности рендера на экране различных фигур
  + Создание спрайтов и анимаций
  + Написание пакмана со всеми навыками, изложенными выше

Данный курс мы оформили в markdown файлах, а сам курс расположен на гитхабе. Курс и все файлы проекта можно просмотреть по ссылке:

<https://github.com/AZOca/Pygame-course>

* Мы написали игру пакман, с подробным объяснением в отчете всего функционала и методов, используемых в коде, а также назначения всех функций в коде.